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Abstract
In this paper, an attempt has been made to develop a Python module for different Logic Gates. The correctness of the codes has been checked against three numerical problems, and it has been observed that the program results match exactly with the results in the literature. As a result, the developed functions have shown high accuracy with the least effort and error in all the cases.
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Introduction
Logic gates are basic elements of a digital system that constitute few inputs and a single output. Without Logic Gates, data storage and data transfer would be a difficult task. The concept of logic gates has been implemented in various devices, and we are unable to see them due to technological advancement. Still, its idea is embedded everywhere, like in alarm clocks. There is a total of 7 Logic Gates, and out of seven logic gates, there are two universal gates, which are NAND and NOR gates. The basic seven logic gates are AND, OR, XOR, NOT, XNOR, NOR, and NAND\(^1\)\(^,2\). The logic gate receives input in binary format and returns output in binary format. There is an input-output table called the truth table for the tabular arrangement of a combination of inputs and outputs. The truth table represents binary format as logic levels, 0 as low, and 1 as high. The application of basic logic gates is a vast topic of discussion as it is used in microprocessors, microcontrollers, embedded applications, safety thermostats, and automatic watering systems. The purpose of logic gates is that when a sequence of correct logic has been applied in a particular project, it provides a distinguishing output when the Logic Gates are turned on. While implementing these in pen and paper mode, there are chances that the errors can occur due to some negligence or several logic-building steps. So, the better option is to implement the logic gates through programming.

Here comes the importance of Python language for programming. Python is effortless to understand, with lucid syntax and a rich programming community\(^3\)\(^–\)\(^6\). Modelling any problem in Python requires a few lines of code, backed up by modules like SymPy, NumPy, SciPy, Matplotlib etc.\(^7\)\(^–\)\(^12\). Several researchers have adopted this language for numerically and symbolically solving different engineering problems\(^13\)\(^–\)\(^15\). In this research article, the Logic Gates were modelled in Python to ease the computation and make the solution process error-free.
A Brief description of Logic Gates

**AND Gate:** AND Gate is an important digital logic gate. AND Gate is the logical multiplication of binary digits where 1 is called as high, and 0 is called as low. Two or more inputs are there with an output. When both inputs are in a high state, the output is in the high state, but if either of the input is in the low state or both are in the low state, then the output will be low. It also denotes that AND Gate may have any input probes, but there will be a single output probe. The schematic representation of AND Gate is shown in Fig. 1.

![Fig. 1: Schematic of AND Gate](image)

**OR Gate:** OR Gate is another digital logic gate. This Gate works on logical addition. At least two or more inputs are required to produce a single output. If two inputs are considered, and both are low, then the output will be low; if either of the input is in the high state, then the output will be true. As we have considered two inputs $2^2 = 4$, then there will be four outputs for the following OR Gate, which is widely used to find out the maximum of between the inputs, that are binary in nature. Fig. 2 shows the schematic of the OR Gate.

![Fig. 2: Schematic of OR Gate](image)

**XOR Gate:** Exclusive OR Gate is commonly known as the XOR gate (Fig. 3). This Gate comprises two inputs and a single output. This Gate is not basic; it is constructed with the help of other Logic Gates. For example, the high state condition or 1 is obtained only when both inputs are different, not when both are in the high state. The symbol for the XOR gate is an addition sign enclosed within a circle, i.e., $\oplus$.

$$A \oplus B = A \bar{B} + \bar{A} B = Y$$  \hspace{1cm} (1)

The above equation can be simplified as follows:

When $A = 0$ and $B = 0$

$$A \oplus B = 0 \oplus 0 = 0 \cdot \bar{0} + \bar{0} \cdot 0 = 0.1 + 1.0 = 0$$  \hspace{1cm} (2)

![Fig. 3: Schematic of XOR Gate](image)
NOT Gate: NOT Gate is the most basic Gate of all digital logic gates. NOT Gate has one input value and one output value. NOT Gate is also known as inverting buffer. NOT Gate comprises a small circle in the logic diagram called an inverted bubble. Input in NOT gate will complement the output, i.e., if the input is 1 then the output is 0 and vice versa. The schematic of NOT Gate is shown in Fig. 4.

![Fig. 4: Schematic representation of NOT Gate](image)

NAND Gate: NAND gate is inverse of AND Gate, or we can call it "Not AND". NAND gate is a universal gate which means all basic gates like AND, OR, and NOT can be represented with the help of the NAND gate (Fig. 5). There can be two or more inputs that will produce a single output. This Gate is a logical complement of multiplication viz \((A \cdot B)' = Y\).

![Fig. 5: Schematic representation of NAND Gate](image)

NOR Gate: NOR Gate is the inverse of OR gate, or we can say it is 'not OR gate'. The input state of the NOR gate will be in a high state, while all input states will be in a low state. As it is the inverse of the OR Gate, it can have two or more inputs but a single output. Complement of logical addition is performed for the particular Gate to produce the correct logical output. It can be denoted by:

\[(A + B)' = Y\]  \hspace{1cm} (3)

![Fig. 6: Schematic of NOR Gate](image)

XNOR Gate: XNOR gate is called the exclusive NOR Gate. XNOR is a hybrid Gate combining XOR and NOT (Fig. 7). It can have two or more inputs. XNOR gate can only produce a high state when both inputs are in a high state. The XNOR Gate is called an equivalence Gate because both inputs are treated the same when the output is for two inputs. For inputs A and B, the output can be written as:

\[Y = (A \oplus B) = ((AB)' + AB)\]  \hspace{1cm} (4)
The truth table for different gates is shown in Tab. 1.

**Tab. 1: Truth Table for different gates**

<table>
<thead>
<tr>
<th></th>
<th></th>
<th>AND</th>
<th>OR</th>
<th>XOR</th>
<th>NAND</th>
<th>NOR</th>
<th>XNOR</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td></td>
</tr>
</tbody>
</table>

1. **Implementation of logic Gates in Python**

The Gates discussed above are converted into Python functions as mentioned in Tab. 2. The function has also been developed to print the truth table.

**Tab. 2: Python functions for different Logic Gates**

<table>
<thead>
<tr>
<th>Logic Gate</th>
<th>Python Function</th>
</tr>
</thead>
</table>
| AND Gate   | `def AND(a, b):
  if a==True and b==True:
    return 1
  else:
    return 0` |
| NAND Gate  | `def NAND(a, b):
  if a==True and b==True:
    return 0
  else:
    return 1` |
| OR Gate    | `def OR(a, b):
  if a==True or b==True:
    return 1
  else:
    return 0` |
| XOR Gate   | `def XOR(a, b):
  if a!=b:
    return 1
  else:
    return 0` |
| NOT Gate   | `def NOT(a):
  if a==True:
    return 0
  else:
    return 1` |
| NOR Gate   | `def NOR(a, b):
  if a==b==False:
    return 1
  return 0` |
Let us take some examples to demonstrate how these functions can be used.

**Example 1:** For XNOR and NAND, generate the truth table using the functions developed.

Simply the function `Truth_Table()` will be called with the arguments: Function name and Gate name as follows:

```
Truth_Table(XNOR, 'XNOR')
Truth_Table(NAND, 'NAND')
```

The code output is shown in Fig. 8.

![Truth Table Output](image)

**Example 2:** For different possible combinations of inputs (A, B, C, D) evaluate the final output from the multiple logic Gates as shown in Fig. 9.
The first Gate to start is NOR and the second is NAND. Then the output of these will be transferred to OR, and finally, the output of OR will be given to NOT. The outcome of the multiple logic Gates will be the output from the NOT Gate. In Python, we can simply implement this by first making a list of inputs A, B, C, and D and then looping them to print the truth table as follows:

```python
a=[0,1]
b=[0,1]
c=a.copy()
d=b.copy()
print('---------------------------------------')
print('a\tb\tc\td\tOUTPUT')
print('---------------------------------------')
for i in a:
    for j in b:
        for k in c:
            for l in d:
                print(f'{i:1} {j:7} {k:7} {l:7} {NOT(OR(NOR(i,j),NAND(k,l))):7}"
print('---------------------------------------')
```

The code output is presented in Fig. 9.

<table>
<thead>
<tr>
<th>a</th>
<th>b</th>
<th>c</th>
<th>d</th>
<th>OUTPUT</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

Fig. 9: Program output for Example 2
Example 3: For different possible combinations of inputs (A and B) evaluate the final output from the multiple logic Gates as shown in Fig. 10.

![Fig. 9: Multiple logic Gates (Example 3)](image)

The basic inputs are A and B and A’ and B’ input from NOT Gate. AB’ and A’B are input from (NOT+AND) or NAND Gates. A’B+AB’ is a combination of NOT, AND, and OR Gates. In Python, we can simply implement this by first making a list of inputs A and B, then looping them to print the truth table as follows:

```python
a=[0,1]
b=[0,1]

print('----------------------------------')
print('a   b   OUTPUT')
print('----------------------------------')
for i in a:
    for j in b:
        print(f'{i:1} {j:7} {OR(AND(i,NOT(j)),AND(j,NOT(i))):9}')

print('----------------------------------')
```

The code output is presented in Fig. 10.

<table>
<thead>
<tr>
<th>a</th>
<th>b</th>
<th>OUTPUT</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>1</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
</tbody>
</table>

Fig. 10: Program output for Example 3

Conclusion

In this research article, an attempt has been made to understand the basic Logic Gates and their implementation in the Python language. The functions were developed for the NOR, AND, OR, XOR, NOT, NAND, and XNOR Gates, along with the code for printing the truth table. The robustness of the functions has been demonstrated with the help of three problems. Furthermore, the developed functions
have given correct results in each case. The article will be of great help to undergraduate students in understanding the Logic Gates along with its programming aspects.
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